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**ЦЕЛЬ РАБОТЫ:** ознакомиться с понятиями «Деревья», «АВЛ-деревья», «Б-деревья», «Красно-черные деревья», изучить основные алгоритмы их обработки, научиться применять полученные знания на практике.

**ТЕОРЕТИЧЕСКИЕ СВЕДЕНИЯ:**

1. Определение понятия АВЛ-дерево.

АВЛ-дерево – сбалансированное двоичное дерево поиска с k=1.

1. Как осуществляется операция балансировки дерева?

Если после выполнения операции добавления или удаления, коэффициент

сбалансированности какого-либо узла АВЛ-дерева становиться равен 2, т. е. |h(Ti,R)-h(Ti, L)|=2, то необходимо выполнить операцию балансировки. Она осуществляется путем вращения (поворота) узлов – изменения связей в поддереве. Вращения не меняют свойств бинарного дерева поиска, и выполняются за константное время.

1. Типы вращений при балансировке.

Всего различают 4 их типа:

1. малое правое вращение;

2. большое правое вращение;

3. малое левое вращение;

4. большое левое вращение.

4. Определение понятия 2-3 дерево.

2-3-дерево — структура данных, являющаяся B-деревом Степени 1, страницы которого могут содержать только 2-вершины (вершины с одним полем и 2 детьми) и 3-вершины (вершины с 2 полями и 3 детьми).

1. Свойства 2-3 дерева.

Свойства:

• Все нелистовые вершины содержат одно поле и 2 поддерева или 2

поля и 3 поддерева.

• Все листовые вершины находятся на одном уровне (на нижнем

уровне) и содержат 1 или 2 поля.

• Все данные отсортированы (по принципу двоичного дерева поиска).

• Нелистовые вершины содержат одно или два поля, указывающие на

диапазон значений в их поддеревьях.

1. Опишите алгоритм вставки в 2-3дерево элемента с ключом.

Для того, чтобы вставить в дерево элемент с ключом key, нужно

действовать по алгоритму:

1. Если дерево пусто, то создать новую вершину, вставить ключ и

вернуть в качестве корня эту вершину, иначе

2. Если вершина является листом, то вставляем ключ в эту вершину и

если получили 3 ключа в вершине, то разделяем её, иначе

3. Сравниваем ключ key с первым ключом в вершине, и если key меньше

данного ключа, то идем в первое поддерево и переходим к пункту 2, иначе

4. Смотрим, если вершина содержит только 1 ключ (является 2-

вершиной), то идем в правое поддерево и переходим к пункту 2, иначе

5. Сравниваем ключ key со вторым ключом в вершине, и если key

меньше второго ключа, то идем в среднее поддерево и переходим к пункту 2, иначе

6. Идем в правое поддерево и переходим к пункту 2.

7. Определение понятия Б-дерево.

B-дерево (читается как Би-дерево) — это особый тип сбалансированного

дерева поиска, в котором каждый узел может содержать более одного ключа и

иметь более двух дочерних элементов.

8. Где используются Б-деревья?

Вторичные запоминающие устройства (жесткие диски, SSD) медленно работают с большим объемом данных. Людям захотелось сократить время доступа к физическим носителям информации, поэтому возникла потребность в таких структурах данных, которые способны это сделать.

9. Условия для балансировки красно-черных деревьев.

Каждая вершина красно-черного дерева окрашена либо в черный, либо в красный цвет, причем выполняются следующие условия:

• корень дерева окрашен в черный цвет;

• у красной вершины дети черные (если они есть);

• всякий путь от корня дерева к внешней вершине (листу) содержит одно и то же число черных вершин.

**ОПИСАНИЕ ПРОДЕЛАННОЙ РАБОТЫ:**

При выполнении работы я пользовался IDE Visual Studio Code. В результате выполнения работы был написан следующий код:

#include <iostream>

using namespace std;

// стркуктура узла

struct node

{

int data;

unsigned char height;

node \*left;

node \*right;

node(int n\_data)

{

data = n\_data;

left = right = 0;

height = 1;

}

};

// Возвращает height узла если он существует

unsigned char height(node \*p\_node)

{

return p\_node ? p\_node->height : 0;

}

// Возвращает фактор баланса между левым и правым

int balanceFactor(node \*p\_node)

{

return height(p\_node->right) - height(p\_node->left);

}

// Исправляет высоту

void fix\_height(node \*p\_node)

{

unsigned char height\_left = height(p\_node->left);

unsigned char height\_right = height(p\_node->right);

p\_node->height = (height\_left > height\_right ? height\_left : height\_right) + 1;

}

// Меняе узлы местами -> малый поворот

node \*rotateRight(node \*p\_node)

{

node \*temp\_node = p\_node->left;

p\_node->left = temp\_node->right;

temp\_node->right = p\_node;

fix\_height(p\_node);

fix\_height(temp\_node);

return temp\_node;

}

// Меняе узлы местами -> малый поворот

node \*rotateLeft(node \*p\_node)

{

node \*temp\_node = p\_node->right;

p\_node->right = temp\_node->left;

temp\_node->left = p\_node;

fix\_height(p\_node);

fix\_height(temp\_node);

return temp\_node;

}

// Большие повороты

node \*balance(node \*p\_node)

{

fix\_height(p\_node);

if (balanceFactor(p\_node) == 2)

{

if (balanceFactor(p\_node->right) < 0)

{

p\_node->right = rotateRight(p\_node->right);

}

return rotateLeft(p\_node);

}

if (balanceFactor(p\_node) == -2)

{

if (balanceFactor(p\_node->left) > 0)

{

p\_node->left = rotateLeft(p\_node->left);

}

return rotateRight(p\_node);

}

return p\_node;

}

// Добавление узла

node \*insert(node \*p\_node, int data)

{

if (!p\_node)

return new node(data);

if (data < p\_node->data)

{

p\_node->left = insert(p\_node->left, data);

}

else

{

p\_node->right = insert(p\_node->right, data);

}

return balance(p\_node);

}

//прямой обход бинарного дерева

void pre\_order(node \*Node)

{

if (Node != NULL)

{

printf("%3ld", Node->data);

pre\_order(Node->left);

pre\_order(Node->right);

}

}

//обратный обход бинарного дерева

void post\_order(node \*Node)

{

if (Node != NULL)

{

post\_order(Node->left);

post\_order(Node->right);

printf("%3ld", Node->data);

}

}

//симметричный обход бинарного дерева

void symmetric\_order(node \*Node)

{

if (Node != NULL)

{

post\_order(Node->left);

printf("%3ld", Node->data);

post\_order(Node->right);

}

}

node \*findMin(node \*p) // поиск узла с минимальным ключом в дереве p

{

return p->left ? findMin(p->left) : p;

}

node \*removeMin(node \*p) // удаление узла с минимальным ключом из дерева p

{

if (p->left == 0)

return p->right;

p->left = removeMin(p->left);

return balance(p);

}

// Идем влево до упора что-бы найти минимальное

node \*find\_Min(node \*p\_node)

{

if (!p\_node)

{

cout << "No node";

return (p\_node);

}

else

{

while (p\_node->left != NULL)

{

p\_node = p\_node->left;

}

return p\_node;

}

}

// Идем вправо до упора что-бы найти максимальное

node \*findMax(node \*p\_node)

{

if (!p\_node)

{

cout << "No node";

return (p\_node);

}

else

{

while (p\_node->right != NULL)

{

p\_node = p\_node->right;

}

return p\_node;

}

}

node \*removeNode(node \*p\_node, int data)

{

if (!p\_node)

return 0;

if (data < p\_node->data)

{

p\_node->left = removeNode(p\_node->left, data);

}

else if (data > p\_node->data)

{

p\_node->right = removeNode(p\_node->right, data);

}

else

{

node \*q = p\_node->left;

node \*r = p\_node->right;

delete p\_node;

if (!r)

return q;

node \*min = findMin(r);

min->right = removeMin(r);

min->left = q;

return balance(min);

}

return balance(p\_node);

}

int main()

{

system("CLS");

system("Color 09");

int x = 0;

cout << "Input first node: ";

cin >> x;

node \*root = new node(x);

int task = -1;

while (task != 0)

{

cout << "\n~-~Menu~-~\n";

cout << "1. Insert node\n";

cout << "2. Delete node\n";

cout << "3. Output\n";

cout << "4. Min. and max.\n";

cout << "5. Height.\n";

cout << "0. Exit\n";

cin >> task;

switch (task)

{

case 1:

system("CLS");

cin >> x;

insert(root, x);

break;

case 2:

system("CLS");

cin >> x;

removeNode(root, x);

break;

case 3:

system("CLS");

cout << "\ninOrder ->\n";

pre\_order(root);

cout << "\ninPostOrder ->\n";

post\_order(root);

cout << "\ninPreOrder ->\n";

symmetric\_order(root);

break;

case 4:

system("CLS");

cout << "Min. -> " << find\_Min(root)->data << "\n";

cout << "Max. -> " << findMax(root)->data << "\n";

break;

case 5:

system("CLS");

fix\_height(root);

cout << height(root);

break;

case 0:

system("CLS");

system("Color 07");

break;

default:

cout << "!\* Check your input\n";

break;

}

}

}

**РЕЗУЛЬТАТЫ ВЫПОЛЕНИЯ ЛАБОРАТОРНОЙ РАБОТЫ**:

Предыдущий код выдает следующие результаты:
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Вывод элементов дерева. По 3 типам обходов: inOrder, inPostOrder, inPreOrder.

**![](data:image/png;base64,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)**Вывод минимального и максимального элементов дерева.

**Вывод:** в результате выполнения лабораторной работы было реализовано АВЛ-дерево. Также я научилась работать с деревьями на ЯП C++.